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ABSTRACT
Searching and displaying data based on user queries is a pervasive feature of most software applications such as information systems, web portals, and web APIs. The large volume of data managed by these types of systems, henceforth called query-based systems (QBSs), makes them extremely hard to test due to the difficulty to assess whether the output of a query is correct, the so-called test oracle problem. Metamorphic testing has proved to be a very effective approach to alleviate the oracle problem in QBSs, by exploiting the relations among multiple executions of the QBS under test, so-called metamorphic relations (MRs). However, the identification of MRs mostly remains a manual and creative task, limiting the applicability of the approach. In this paper, we propose a method for the automated generation of MRs in QBSs starting from a lightweight specification of the query parameters of the system. Evaluation results show that hundreds of MRs can be automatically identified in real-world systems like IMDb, SkyScanner, or YouTube in just a few seconds.

CCS CONCEPTS
• Software and its engineering → Software testing.
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1 INTRODUCTION
Most software applications support searching and displaying data based on user queries. A query specifies user preferences—the data to be retrieved and how to display it—declaratively using visual forms or textual languages, which typically support standard operations such as filtering, ordering or pagination. In what follows, we refer to software systems supporting user queries as query-based systems (QBS). Typical examples of QBS are information systems like OpenERP (supporting queries like “retrieve invoices issued before 2022”), e-commerce sites like eBay (e.g., “search for microphones under $100”), software project platforms like GitHub (e.g., “get Node.js projects with less than 10 committers”), video streaming apps like Netflix (e.g., “order series by popularity”), email clients like Gmail (e.g., “display messages including the word conference in the subject”), or even video games like World of Warcraft (e.g., “get progression data for character Thrall in Blackrock realm”). Testing QBS is extremely challenging as they suffer from the oracle problem: it is very difficult, often infeasible, to assess whether the output of a query is correct, either because the expected output is unknown or because it is hard to compare it to the observed output [7, 28].

Metamorphic testing (MT) [9, 25] alleviates the oracle problem by adopting an innovative approach to testing: instead of checking the correctness of each individual output, MT looks at the relations among the input and output of two or more executions of the program under test, known as metamorphic relations (MRs). MT has been successfully applied to detect failures in different types of QBS including search engines such as Google and Bing [34–36], RESTful APIs such as those of Spotify and YouTube [24], e-commerce sites such as Amazon and Walmart [33], and data repositories like the NASA’s Data Access Toolkit [15]. MRs in QBS specify the relation between the inputs and outputs of multiple queries. For example, the following is a simple metamorphic relation for video-sharing platforms like YouTube and Vimeo: the number of videos returned in a search for the keyword $K$ should be equal or higher than the number of videos returned in a search for $K$ using the High-Definition filter.

MRs can be often defined at a very abstract level, representing not a single relation, but a set of MRs. Inspired by this idea, the
concept of metamorphic relation patterns has been exploited by different groups of authors [21, 24, 33]. Zhou et al. [33] define a metamorphic relation pattern as an abstraction that characterizes a set of (possibly infinitely many) MRs. MR patterns have proved to be very helpful in guiding testers on the search for MRs with a certain structure, making the identification of the relations significantly easier than when starting from scratch. In a previous paper [23], we presented a catalogue of seven MR patterns to assist testers in the identification of MRs in QBSs. The “disjoint partitions” pattern, for example, represents those relations where the outputs of the test cases should be pairwise disjoint (i.e., they should have no items in common) because the underlying relation can be partitioned according to the values of at least one input attribute. In YouTube, for example, two searches with the same keywords for videos in two dimensions (2D) and three dimensions (3D) should return disjoint results, since the same video cannot be 2D and 3D at the same time. A full description of MR patterns for QBSs is presented in Section 2.

MR patterns have proved to be very helpful in guiding the identification of MRs in QBSs, however, the identification of the MRs is still mostly a manual task that requires time and creativity [25]. Automated approaches for the identification of MRs typically target very specific domains (e.g., [27, 32]), generate false positives (e.g., [8, 14, 32]), and require access to the source code [13, 14, 27], or existing MRs [18, 29] of the program under test. This limits the applicability of the approach and the degree of automation that can be achieved [25].

In this paper, we present an approach for the automated identification of MRs in QBSs by leveraging MR patterns. Starting from a lightweight specification of the query parameters and a given test suite, our tool is able to automatically identify instances of the proposed MR patterns for QBSs. Evaluation results with 8 real-world web applications and APIs show that our approach can efficiently identify hundreds of MRs in QBSs such as YouTube, IMDB, and SkyScanner in a few seconds. In contrast to existing approaches, no access to the source code or previous datasets of input and output values are required. More importantly, no false positives are generated, as long as the input specification is correct. These results set the path for new and exciting research directions on the generation of MRs driven by the specification and MR patterns.

The paper is structured as follows. Section 2 describes the MR patterns for QBSs that form the basis of our work. Our approach and the companion tool, MRG, are presented in Section 3. Experimental results are reported in Section 4. Limitations, open challenges, threats to validity, and related work are discussed in Sections 5, 6, 7, and 8, respectively. Finally, Section 9 concludes the paper.

2  METAMORPHIC RELATION PATTERNS FOR QBSS

In previous work [23], we presented a catalogue of MR patterns for QBSs. These patterns are the basis of our proposal. In what follows, we present a brief summary of each pattern and refer the reader to the original paper for further details.

**Input equivalence.** This pattern represents those relations where the source and the follow-up test cases are equivalent and therefore their outputs should contain the same items in the same order, i.e., they should be equal. There exist two typical situations where this pattern can be instantiated. The first one appears when input parameters accept equivalent values expressed in different formats, e.g., 1MB $\equiv$ 1024KB. The second situation appears in most queries and it is related to default values: it should not matter whether or not default values of the query parameters are specified. For example, a search in YouTube specifying no order should produce exactly the same result as indicating the default ordering criterion, which is based on the relevance to the search query.

Lindvall et al. [15] used a rich set of these types of metamorphic relations to reveal failures in the NASA DAT, a large database of telemetry data.

**Shuffling.** This pattern represents those metamorphic relations where the source and follow-up outputs should contain the same items regardless of the ordering criteria specified as input. For example, a search for “hotels in London” in Booking.com should return the same results regardless of the ordering criteria specified (price, review score, stars, etc.).

**Conjunctive conditions.** This pattern groups those relations where the query is iteratively refined adding new conjunctive conditions such that the results of each test case should be a subset of the results of the previous ones. This pattern is very common in query operations where most of the parameters are filters. For example, suppose we perform a search for YouTube videos of “pets”. Next, we search for videos of “pets” in three dimension (3D), and finally we search for videos of “pets” in 3D uploaded after 2018. Intuitively, the results of the third search (videos of pets in 3D published after 2018) should be a subset of the result set of the second search (videos of “pets” in 3D), and in turn these should be a subset of the results of the original search (videos of “pets”). This pattern, and slight variations of it, were extensively used by Zhou et al. in their papers on testing search engines [34, 36], and also by Segura et al. in their work on testing RESTful web APIs [24].

**Disjunctive conditions.** This pattern is similar to the previous one, but the query is expanded with input disjunctive conditions such that the results of each test case should be a subset of the following ones. For example, let us suppose a search in IEEE Xplore for papers including the word “metamorphic” in their title. Next, we expand the search to papers including either “metamorphic” OR “testing”. Naturally, the papers returned in the former search should be a subset of those found in the second search. This pattern has been previously exploited in the context of search engines [34, 36].

**Disjoint partitions.** This pattern represents those relations where the outputs of the follow-up test cases should be pairwise disjoint (i.e., they should have no items in common) because the underlying relation can be partitioned according to the values of at least one input attribute. For instance, a search in YouTube specifying no order should be performed after 2018) should be a subset of the result set of the second search (videos of “pets” in 3D), and in turn these should be a subset of the results of the original search (videos of “pets”). This pattern, and slight variations of it, were extensively used by Zhou et al. in their papers on testing search engines [34, 36].

Next, let us suppose a new search is performed in the same account for refunds with status COMPLETED. Next, let us suppose a new search is performed in the same account for refunds with status CANCELLED. The results set of both searches should have no items in common.

**Complete partitions.** This pattern is related to the previous one, and it represents those relations where the union of the follow-up outputs should contain the same items as the source output because the underlying relation can be partitioned according to the values of at least one input attribute. For instance, YouTube videos are classified according to its duration in short (less than 4 minutes), medium (between 4 and 20 minutes) and long videos (longer than 20 minutes). Hence, a YouTube search for videos of “testing” should...
return the same videos as the joint result set of three searches for short, medium, and long videos of "testing".

3 AUTOMATED GENERATION OF MRS

In this section, we describe the proposed method for the automated generation of MRs in QBSs and the tool implementing it. Roughly speaking, our work is based on the observation that, given a QBS under test and an MR pattern, the applicability of the pattern is typically related to the existence of a certain type of parameter in the QBS. For example, the conjunctive conditions pattern is typically applicable whenever a QBS provides filter parameters for restricting searches. Hence, we first propose classifying input parameters based on their potential to create instances of the target patterns. Then, we propose creating MRs by systematically adding, removing, and replacing input parameters and their values from the source test cases.

Our method receives two inputs: 1) an input specification of the QBS under test, and 2) a set of existing test cases revealing no failures (i.e., source test cases). The input specification must include, among others, a classification of the query parameters, as described next, based on their potential to create MRs derived from the patterns described in Section 2. Then, a set of transformations are applied to the input source test cases generating the output MRs. Those MRs can then be used by testers for the creation of specific metamorphic test cases, either manually or automatically, by assigning specific test values to input parameters.

In what follows, we describe the proposed classification of query parameters, the input specification required by our approach, the proposed transformations for the generation of MRs, and the tool support.

3.1 Classification of query parameters

In this section, we present a classification of query parameters using examples and explaining how they can be used to identify instances of the patterns presented in Section 2.

Conjunctive filters. These are parameters that allow to restrict the results of a query. For example, the Category parameter in Vimeo restricts the search to those videos in a certain category, e.g., Comedy. This type of parameters are extremely common in QBSs and they can be used, in isolation or together with similar parameters, to identify instances of the conjunctive conditions MR pattern. For example, we could perform a search in Vimeo for videos of ‘MET’ and then repeat the search restricting it to videos of the Category ‘Talks’ uploaded in the ‘last 7 days’. The results of the second search should be a subset of those returned in the first search.

Disjunctive filters. These are parameters that allow to expand the results of a query. For example, when searching flights in SkyScanner the user can submit the parameter Add nearby airports expanding the search beyond the origin and destination airports indicated in the form. Analogously to conjunctive filters, this type of parameters can be used to identify instances of the disjunctive conditions MR pattern.

Disjoint filters. These are parameters with a discrete set of values that allow to split the results of a query into disjoint partitions. For example, the Price parameter in Vimeo makes it possible to restrict searches to ‘Free’ or ‘Paid’ videos. Whenever this type of parameter appears, it is possible to identify instances of the disjoint partitions MR pattern, e.g. the results of two searches with the same query for ‘Free’ and ‘Paid’ videos should have no videos in common.

Complete filters. These are parameters with a discrete set of values that allow to split the results of a query into complete partitions (not necessarily disjoint). For example, the Meals parameter in Tripadvisor.com allows to restrict the searches for restaurants to those serving ‘Breakfast’, ‘Brunch’, ‘Lunch’, and/or ‘Dinner’. This type of parameters enable the generation of instances of the complete partitions MR pattern, e.g., a search for restaurants in ‘Rome’ should return the same items as the joint results of four searches for restaurants in ‘Rome’ serving ‘Breakfast’, ‘Brunch’, ‘Lunch’, and ‘Dinner’.

Default values. These are optional parameters with explicit default values. In the Amadeus API, for example, the default number of flight offers to return (parameter max) is 50. Therefore, calling the API without the parameter max is equivalent to setting it to its default value (50). This kind of parameters can be used to find instances of the input equivalence MR pattern.

Ordering parameters. These are parameters used to specify the order in which the results will be displayed. Whenever one or more ordering parameters exist, it is possible to find instances of the shuffling MR pattern, as long as the number of results is not limited.

Limit parameters. These are parameters that limit the number of results to be returned by the query. In contrast to the other types of parameters, limit parameters are not used to generate MRs. On the contrary, their inclusion in a test case restricts the applicability of some of the other parameters for creating MRs and thus they must be defined explicitly. For example, two searches in YouTube with the same keyword and different ordering criteria will probably return different videos if the number of results is limited to 10 (parameter maxResults), making not applicable the shuffling MR pattern.

Note that the previous classification is not complete and so some parameters may not fall within any of the categories. Similarly, a parameter can belong to more than one category and therefore it can be used for the identification of different types of MRs.

3.2 Input specification

Our approach for the identification of MRs requires an input specification of the QBS under test. As an example, Figure 1 depicts the input specification of the operation GET incidents in the real-world Bikewise web API1 [1]. This operation allows users to search bicycle incidents by date and location. For the sake of generalizability, we used a custom domain-independent specification format using Yet Another Markup Language (YAML) notation and mostly based on the OpenAPI Specification (OAS) language for web APIs [3]. The input specification should describe the following items:

(1) Parameters. For each parameter, the specification should include, at least, its name, type (or possible values), default value (if any), and whether the parameter is required or not.

1Some minor changes have been introduced with respect to the real API for illustrative purposes.
The specification in Figure 1 describes nine parameters (lines 6-56).

(2) **Constraints.** The specification should include the dependency constraints among the input parameters such as “A requires B” or “A excludes B.” Inter-parameter dependencies are very common in QBSs and it is hardly possible to generate valid test cases without defining them explicitly [20]. In the Bike-wise example, one dependency constraint is specified (lines 59-60).

(3) **Query parameters.** This is the part specific to our approach (lines 63-82) and it requires each query parameter to be classified into the categories described in the previous section, excluding default values, which are typically included in the specification of each parameter (e.g., line 43). In the example, there are one ordering parameter, four conjunctive filters, one disjoint filter, and one complete filter. Notice that the parameter `incident_type` falls into three different categories.

It is worth noting that the information related to (1) and (2) is typically provided in (domain-dependent) standard specification languages like OAS [3] or RAML [5]. Also, this data is typically required as input for the generation of combinatorial test cases in tools like ACTS [31] and PICT [4], and so in this regard our approach does not place a new burden in the user. Hence, we remark that our approach could work with any standard specification language including the data described above—points (1) and (2)—plus a lightweight classification of the query parameters based on the categories described in Section 3.1—point (3).

Regarding the classification of query parameters, it may optionally include the specific values that allow a disjoint filter to split the results of the query into disjoint partitions (property `values`). In Figure 1, all the possible values of the parameter `incident_type` are selected except ‘all’. Analogously, complete filters must include an additional property (all_value) indicating the input value required to return all the possible matches. In the example, this value is ‘all’, but in other parameters and QBSs it could take a different name (in YouTube this value is typically ‘any’ or ‘empty’), indicating that all items are returned by default when the parameter is not provided.

### 3.3 Generation of metamorphic relations

We propose to identify MRs by applying *input transformations* to existing test cases revealing no failures, i.e., source test cases. Specifically, each transformation creates one or more follow-up test cases by systematically adding, removing or replacing parameters and their values from the source test case. Each type of input transformation aims to find instances of a specific MR pattern and relies on the information provided in the input specification of the QBS under test.

Figure 2 describes one of the input transformations used in our work. The transformation tries to find instances of the *conjunctive conditions* MR pattern by removing one or more conjunctive filters from the source test case (if any). In the example, a follow-up test case is created by removing the filter `incident_type` from the source test case. As a result, a MR is created including the source test case and the follow-up test case derived from it, plus an output relation (oracle), which is specific for each type of input transformation.

Notice that the values of the parameters that have no effect in the output relation are left undefined in the MR, making it reusable (a key property of MRs). This makes it possible to instantiate each MR into multiple specific metamorphic tests, e.g., by assigning different values to the parameters `per_page`, `query`, and `incident_type` in the example. Also, note that the relation is presented succinctly for
readability, but it can be automatically translated to a user-friendly version using natural language (see Section 4.2).

Figure 3 depicts another type of input transformation. The transformation aims to find instances of the disjoint partitions pattern by replacing the value of a disjoint filter. In the example, two follow-up test cases are created by replacing the value of the disjoint filter incident_type by ‘crash’, and ‘hazard’, respectively. The resulting MR is composed of a source test case, two follow-up test cases, and the corresponding output relation, i.e., the result sets of the three test cases should have no items in common.

Each type of input transformation may require the source test case to meet some pre-conditions like including or excluding a certain type of parameter (see examples in Figures 2 and 3). Similarly, some transformations could violate the dependencies among input parameters (defined in the input specification) and this must be checked to avoid invalid test cases. Finally, notice that input transformations can be applied in different ways creating different MRs. For example, we could remove n parameters at once in a single follow-up test case, or we could remove one parameter at a time along n different follow-up test cases.

### 3.4 Tool support

Our approach is supported by a Java tool, MRG (Metamorphic Relation Generator), for the automated generation of MRs for QBSs [2]. The tool receives two inputs, namely: 1) an input specification of the QBS under test in YAML notation (see example in Figure 1), and 2) a test suite in comma separated format (CSV), where each test case is a list of pairs <parameter, value>. For each input test case, the tool tries to identify random instances of each MR pattern by applying nine different input transformations, as described in Section 3.3. Different stopping criteria can be configured, including a maximum number of iterations or a specific number of MRs to be generated. Two MRs are considered as duplicates if they use the same source test case and apply exactly the same changes (adding, removing, modifying input parameters) on each follow-up test case. Duplicated MRs are automatically discarded. Output MRs can be written in a machine-readable format (CSV) or in natural language following the MR template proposed by Segura et al. [22], making them homogeneous and easier to understand by users.

### 4 EVALUATION

We aim to study the efficacy and the effectiveness of our approach in identifying MRs in real-world QBSs, including the number and shape of the identified relations, as well as the performance of the proposed method. In what follows, we describe the setup and the results of the experiment.

#### 4.1 Experimental setup

We assessed the effectiveness of MRG at identifying MRs in 8 real-world QBSs, including both web applications and web APIs from different domains, listed in Table 1. For each subject QBS, the table shows the specific use case, number of parameters, number of constraints, and number of each type of query parameter according to the classification presented in Section 3.1.

For each QBS, we wrote an input specification in YAML notation as described above and we generated a test suite (source test cases) using the Pairwise Independent Combinatorial Tool (PICT), by Microsoft [4]. Then, we ran MRG with both inputs to identify as many random MRs as possible. As the stopping criterion, we set as the maximum number of iterations for each input transformation the number of query parameters in the QBS potentially applicable to the transformation. Hence, for example, if the system under test has 5 conjunctive filters, we tried to generate instances of the conjunctive conditions MR pattern 5 times at most for each source test case. The generation of MRs was repeated 10 times to mitigate the effect of randomness. During our preliminary tests, we found
that in some QBS the MRs identified had over 200 follow-up test cases (e.g., due to a Language parameter with +300 possible values in IMDb), which is clearly hard to manage and quite inefficient. To avoid this, in our experiments we restricted the maximum number of follow-up test cases to 6.

The experiments were performed on a MacBook Pro laptop equipped with an M1 CPU, 16GB RAM, and 256GB SSD running macOS Big Sur and Java 11. The code and data for replicating the experiment are available on GitHub [2] (release “MET22”).

### 4.2 Experimental results

Table 2 depicts the results of the identification of MRs in the subject QBSs. For each QBS, the table shows the number of source test cases, number of MRs identified from each pattern, number of follow-up test cases, and execution time. As illustrated, the total number of MRs identified ranged from 16.9 in SkyScanner to 1072.9 in IMDb. Not surprisingly, we found that the number of MRs identified increases with the number of query parameters in the QBS and the number of source test cases used as input, except in those cases where there are limit parameters. The average number of follow-up test cases ranged from 1.21 in SkyScanner to 3.55 in Transfermarkt. Execution times remained below 3 seconds in all systems, except IMDb due to the high number of MRs generated (+1K). It is worth highlighting that the applied transformations are based on widely accepted MR patterns for QBSs, and therefore the generated relations should be valid by construction. This means that there should not be false positives, assuming the input specifications are correct. To check the correctness of the generated relations, we manually reviewed 20 MRs for each system (160 in total), among those generated by MRG, finding no inconsistencies.

As an example, the following is one of the MRs automatically generated by MRG on the videogame platform Steam, automatically written using the MR template proposed by Segura et al. [22].

In the domain of Steam (https://store.steampowered.com/search/) the following metamorphic relation(s) should hold

- **MR77**: if a source test case is run with the inputs [sortBy, price, tag, numberOfPlayers, feature] and a follow-up test case is constructed by removing the following parameters [feature, tag] and a follow-up test case is constructed by removing the following parameters [numberOfPlayers, price] then the follow-up output(s) should be a (non-strict) superset of the source test output.

### 5 LIMITATIONS

We identify several limitations to be addressed in future work. First, and more importantly, the fault detection capability of the generated MRs should be empirically evaluated. Their resemblance to the manual MRs used in related papers, however, makes us confident in their ability to reveal failures. Also, the number of MRs can be very high, which makes it necessary to identify the most relevant MRs, as described in the next section.
In technical terms, MRG only supports assigning a single value to each parameter. In practice, however, we found parameters that can take multiple values at the same time for either filtering the results or expanding them (e.g., parameter Title Type in IMDb). Also, two MRs are considered as duplicates when they are identical. However, two MRs could still be very similar if they apply the same input transformations in different order. Hence, implementing more sophisticated methods for removing duplicated MRs will be part of our future work too. Finally, transformations are applied on isolation for simplicity. However, there is potential in combining the different types of transformations (and therefore MR patterns) resulting in more and more complex MRs.

6 OPEN CHALLENGES

Our work opens exciting research challenges, among others:

Application to other domains. One of the strengths of our approach lies on its applicability to potentially any domain where MR patterns can be identified. This could be the case of artificial intelligence applications, for example, where the same types of MRs are frequently reused. Hence, we envision new contributions on the application of similar ideas to other domains enhancing the applicability of metamorphic testing in practice.

Specification inference. The creation of the system specification, and in particular the classification of input parameters—key point of the proposed method—is a manual endeavour. We may remark, however, that this is a one-time effort that clearly pays off once the specification is used for the generation of MRs. Despite this, we envision potential research opportunities on the automated inference and classification of input parameters, e.g., using artificial intelligence methods.

Full test automation. The generation of MRs is the key point for the successful application of metamorphic testing, but not the only one. Automating the whole testing process (MR generation + test case generation + test case execution) would contribute to fully leverage the proposed method and achieve an unprecedented level of automation.

Selection, prioritization, and minimization of MRs. One of the main limitations of our approach lies in the high number of MRs generated. Using all of them is possibly not affordable in practice. Hence, there is a need for selecting those with more chances of revealing failures. Alternatively, they could be reordered (i.e., prioritized) such that failures can be detected as soon as possible, or minimized by identifying redundant MRs that can be safely removed without impacting the fault detection capability of the final test suite [30]. Automatically selecting, prioritizing, and minimizing MRs is therefore an open challenge, especially in those cases where, as in our experiment, the source code is not available. We envision techniques exploiting previous ideas on test case and MR diversity [11, 12, 16].

7 THREATS TO VALIDITY

We identify the following validity threats.

Internal validity. Are there factors that might affect the results of our evaluation? For the evaluation, input specifications were manually created from the API specification or the web GUI of the QBSs under test. It is therefore possible that the specifications deviate from the actual QBS’s behaviour. To mitigate this threat, each of the specification files were carefully reviewed by at least two authors, and we generated MRs for 8 different real-world systems.

The applied transformations are based on well-known MR patterns for QBSs and therefore the generated relations should be valid by construction. It is possible, however, that a bug in our tool would lead to erroneous MRs. To mitigate this threat, we carefully tested our tool (JUnit test cases are available in GitHub [2]). Also, we manually reviewed many of the generated MRs without finding any inconsistency.

External validity. To what extent can we generalize the findings of our investigation? We evaluated our approach on a subset of QBSs and therefore our conclusions could not generalize beyond that. To mitigate this threat, we evaluated MRG on 8 popular industrial systems with millions of users worldwide, which makes us confident of the generalizability of our results.

8 RELATED WORK

Some related approaches have also achieved a high degree of automation on the identification of MRs. Kanewala and Bieman [13, 14] proposed several machine learning-based methods for the inference of MRs for scientific programs by analyzing their source code. Zhang et al. [32] presented a search-based algorithm for the inference of polynomial MRs for numerical programs based on the analysis of the program’s inputs and outputs. Troya et al. [27] proposed a tool-supported method for the automated generation of MRs for model transformation programs based on the use of patterns and the analysis of execution traces. Ayerdi et al. [6] proposed a multi-objective search algorithm for generating numerical MRs by iteratively modifying test assertions trying to minimize the number of false positives and false negatives with respect to a set of correct and incorrect executions of the program under test. Blasi et al. [8] presented MEMO, a technique and a tool to automatically derive metamorphic equivalence relations from natural language code documentation. Several groups of authors have proposed to create MRs by combining existing ones [18, 29]. Compared to related approaches, our method does not require access to the source code, input/output values, or existing MRs of the program under test. Instead, we rely on a lightweight classification of the input parameters based on existing MR patterns. This allows to efficiently generate MRs without false positives (assuming the input specification is correct), a common limitation of existing approaches.

Liu et al. [19] presented MTKeras, a metamorphic testing tool for machine learning programs built upon the Keras platform and written in Python. The tool integrates common input transformations (e.g., modifying the input data by addition or multiplication), and output relations (e.g., subsume/subset) based on existing MR patterns. The user can then easily apply MRs over a set of source test cases by combining the supported input transformation and output relations. Their work is closely related to ours in the sense that it exploits existing MR patterns to support the construction of MRs. However, it is still up to the user to define the MRs, whereas in our work those are automatically generated from the specification.

Some approaches aim to assist the tester on the identification of MRs. Sun et al. [26] presented METRIC*, a systematic methodology
and a tool to assist testers on the identification of MRs by effectively partitioning the input and output domains. A key strength of METRIC™ lies on its scope, being applicable to a wide range of applications. Compared to our work, however, it requires more user involvement for the identification of partitions, constraints, and the definition of the final MRs. Other authors have proposed guidelines for the identification of effective MRs [10, 17] and MR patterns [24, 33] to ease their identification. However, in both cases the identification of the relations is manual, in contrast to our approach, where they are automatically generated.

9 CONCLUSIONS

In this paper, we presented a method and a companion tool for the automated generation of MRs for QBSs starting from a lightweight classification of the input parameters and a set of existing test cases. Input parameters are classified according to their potential to create instances of existing MR patterns. Evaluation results with 8 real-world systems show that hundreds of MRs can be automatically generated in a few seconds. These results open exciting new research directions on the automated generation of MRs driven by the specification and MR patterns.
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